**자료구조 과제2**

(삼각행렬 생성기 ADT 정의 및 구현)
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|  |  |
| --- | --- |
| 과목명 | 자료구조 |
| 담당교수 | 김계영 |
| 학과 | 소프트웨어학부 |
| 학년 | 3 |
| 학번 | 20152994 |
| 성명 | 이진영 |
| 제출일 | 2017.5.1 |
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**1. ADT 정의**

ADT Triangular matrix maker

objects: 임의의 n by n 2차원 정방행렬

functions:

n,m ∈ 자연수, n\_by\_n\_matrix ∈ n by n 2차원 정방행렬,

upper/left upper/lower/right lower triangular matrix ∈ m by m 삼각행렬

(행/열 오름차순은 일반적인 index 증가 순서 (ex) [0][0], [0][1], [0][2], [1][0], [1][1], …))

up\_tri\_mat(n\_by\_n\_matrix) ::= n\_by\_n\_matrix의 0이 아닌 원소를 행/열 오름차순으로 저장하고,

저장된 원소들을 upper triangular matrix의 0이 아닌 원소의 자리에

행/열 오름차순의 순서대로 대입 후,

해당 upper triangular matrix 를 화면에 출력

low\_tri\_mat(n\_by\_n\_matrix) ::= n\_by\_n\_matrix의 0이 아닌 원소를 행/열 오름차순으로 저장하고,

저장된 원소들을 lower triangular matrix의 0이 아닌 원소의 자리에

행/열 오름차순의 순서대로 대입 후,

해당 lower triangular matrix 를 화면에 출력

l\_up\_tri\_mat(n\_by\_n\_matrix) ::= n\_by\_n\_matrix의 0이 아닌 원소를 행/열 오름차순으로 저장하고,

저장된 원소들을 left upper triangular matrix의 0이 아닌 원소의 자리에

행/열 오름차순의 순서대로 대입 후,

해당 left upper triangular matrix 를 화면에 출력

r\_low\_tri\_mat(n\_by\_n\_matrix) ::= n\_by\_n\_matrix의 0이 아닌 원소를 행/열 오름차순으로 저장하고,

저장된 원소들을 right lower triangular matrix의 0이 아닌 원소의 자리에

행/열 오름차순의 순서대로 대입 후,

해당 right lower triangular matrix 를 화면에 출력

end

**2. ADT 구현**

1) 원시 코드

|  |
| --- |
| #include<stdio.h>  #include<malloc.h>  #define MAX\_TRI\_MATRIX\_SIZE 99  void up\_tri\_mat(int\* matrix, int size\_byte) { // make and show upper triangular matrix  int\* temp;  int temp\_num = size\_byte / sizeof(int);  for (int i = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] == 0)  temp\_num -= 1;  }  temp = (int\*)malloc(temp\_num \* sizeof(int));  for (int i = 0, j = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] != 0) {  temp[j++] = matrix[i];  }  }  // 위 코드는 matrix의 0이 아닌 원소를 temp 배열에 저장, temp\_num은 temp배열의 원소 개수  int new\_size;  int usable;  for (int i = 0; i < MAX\_TRI\_MATRIX\_SIZE; i++) {  new\_size = i;  usable = 0;  for (int n = new\_size; n > 0; n--) {  usable += n;  }  if (usable >= temp\_num)  break;  }  // 새로 생성할 삼각행렬의 크기를 지정, new\_size는 새로 생성할 n by n 삼각행렬의 최소 n 크기, usable은 삼각행렬의 0이 아닌 원소 개수  int\*\* upper\_tri\_matrix;  upper\_tri\_matrix = (int\*\*)malloc((new\_size) \* sizeof(int));  for (int i = 0; i < new\_size; i++) {  \*(upper\_tri\_matrix + i) = (int\*)malloc((new\_size) \* sizeof(int));  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  upper\_tri\_matrix[n][m] = 0;  }  }  // upper\_tri\_matrix 변수에, n = new\_size인 n by n 삼각행렬을 생성하고 모든 항을 0으로 초기화  for (int n = 0, i = 0; n < new\_size; n++) {  for (int m = n; m < new\_size; m++) {  if (i >= temp\_num) {  upper\_tri\_matrix[n][m] = 0;  }  else {  upper\_tri\_matrix[n][m] = temp[i++];  }  }  }  // upper triangular matrix의 0이 아닌 항들의 자리에, 왼쪽에서 오른쪽으로 위에서 아래로의 순서로 temp변수 값 대입  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  printf("%d ", upper\_tri\_matrix[n][m]);  }  printf("\n");  }  printf("\n");  // 만들어진 upper triangular matrix를 출력  free(temp);  free(\*upper\_tri\_matrix);  free(upper\_tri\_matrix);  }  void low\_tri\_mat(int\* matrix, int size\_byte) { // make and show lower triangular matrix  int\* temp;  int temp\_num = size\_byte / sizeof(int);  for (int i = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] == 0)  temp\_num -= 1;  }  temp = (int\*)malloc(temp\_num \* sizeof(int));  for (int i = 0, j = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] != 0) {  temp[j++] = matrix[i];  }  }  // 위 코드는 matrix의 0이 아닌 원소를 temp 배열에 저장, temp\_num은 temp배열의 원소 개수  int new\_size;  int usable;  for (int i = 0; i < MAX\_TRI\_MATRIX\_SIZE; i++) {  new\_size = i;  usable = 0;  for (int n = new\_size; n > 0; n--) {  usable += n;  }  if (usable >= temp\_num)  break;  }  // 새로 생성할 삼각행렬의 크기를 지정, new\_size는 새로 생성할 n by n 삼각행렬의 최소 n 크기, usable은 삼각행렬의 0이 아닌 원소 개수  int\*\* lower\_tri\_matrix;  lower\_tri\_matrix = (int\*\*)malloc((new\_size) \* sizeof(int));  for (int i = 0; i < new\_size; i++) {  \*(lower\_tri\_matrix + i) = (int\*)malloc((new\_size) \* sizeof(int));  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  lower\_tri\_matrix[n][m] = 0;  }  }  // lower\_tri\_matrix 변수에, n = new\_size인 n by n 삼각행렬을 생성하고 모든 항을 0으로 초기화  for (int n = 0, i = 0; n < new\_size; n++) {  for (int m = 0; m <= n; m++) {  if (i >= temp\_num) {  lower\_tri\_matrix[n][m] = 0;  }  else {  lower\_tri\_matrix[n][m] = temp[i++];  }  }  }  // lower triangular matrix의 0이 아닌 항들의 자리에, 왼쪽에서 오른쪽으로 위에서 아래로의 순서로 temp변수 값 대입  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  printf("%d ", lower\_tri\_matrix[n][m]);  }  printf("\n");  }  printf("\n");  // 만들어진 lower triangular matrix를 출력  free(temp);  free(\*lower\_tri\_matrix);  free(lower\_tri\_matrix);  }  void l\_up\_tri\_mat(int\* matrix, int size\_byte) { // make and show left upper triangular matrix  int\* temp;  int temp\_num = size\_byte / sizeof(int);  for (int i = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] == 0)  temp\_num -= 1;  }  temp = (int\*)malloc(temp\_num \* sizeof(int));  for (int i = 0, j = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] != 0) {  temp[j++] = matrix[i];  }  }  // 위 코드는 matrix의 0이 아닌 원소를 temp 배열에 저장, temp\_num은 temp배열의 원소 개수  int new\_size;  int usable;  for (int i = 0; i < MAX\_TRI\_MATRIX\_SIZE; i++) {  new\_size = i;  usable = 0;  for (int n = new\_size; n > 0; n--) {  usable += n;  }  if (usable >= temp\_num)  break;  }  // 새로 생성할 삼각행렬의 크기를 지정, new\_size는 새로 생성할 n by n 삼각행렬의 최소 n 크기, usable은 삼각행렬의 0이 아닌 원소 개수  int\*\* l\_upper\_tri\_matrix;  l\_upper\_tri\_matrix = (int\*\*)malloc((new\_size) \* sizeof(int));  for (int i = 0; i < new\_size; i++) {  \*(l\_upper\_tri\_matrix + i) = (int\*)malloc((new\_size) \* sizeof(int));  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  l\_upper\_tri\_matrix[n][m] = 0;  }  }  // l\_upper\_tri\_matrix 변수에, n = new\_size인 n by n 삼각행렬을 생성하고 모든 항을 0으로 초기화  for (int n = 0, i = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size - n; m++) {  if (i >= temp\_num) {  l\_upper\_tri\_matrix[n][m] = 0;  }  else {  l\_upper\_tri\_matrix[n][m] = temp[i++];  }  }  }  // left upper triangular matrix의 0이 아닌 항들의 자리에, 왼쪽에서 오른쪽으로 위에서 아래로의 순서로 temp변수 값 대입  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  printf("%d ", l\_upper\_tri\_matrix[n][m]);  }  printf("\n");  }  printf("\n");  // 만들어진 left upper triangular matrix를 출력  free(temp);  free(\*l\_upper\_tri\_matrix);  free(l\_upper\_tri\_matrix);  }  void r\_low\_tri\_mat(int\* matrix, int size\_byte) { // make and show right lower triangular matrix  int\* temp;  int temp\_num = size\_byte / sizeof(int);  for (int i = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] == 0)  temp\_num -= 1;  }  temp = (int\*)malloc(temp\_num \* sizeof(int));  for (int i = 0, j = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] != 0) {  temp[j++] = matrix[i];  }  }  // 위 코드는 matrix의 0이 아닌 원소를 temp 배열에 저장, temp\_num은 temp배열의 원소 개수  int new\_size;  int usable;  for (int i = 0; i < MAX\_TRI\_MATRIX\_SIZE; i++) {  new\_size = i;  usable = 0;  for (int n = new\_size; n > 0; n--) {  usable += n;  }  if (usable >= temp\_num)  break;  }  // 새로 생성할 삼각행렬의 크기를 지정, new\_size는 새로 생성할 n by n 삼각행렬의 최소 n 크기, usable은 삼각행렬의 0이 아닌 원소 개수  int\*\* r\_lower\_tri\_matrix;  r\_lower\_tri\_matrix = (int\*\*)malloc((new\_size) \* sizeof(int));  for (int i = 0; i < new\_size; i++) {  \*(r\_lower\_tri\_matrix + i) = (int\*)malloc((new\_size) \* sizeof(int));  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  r\_lower\_tri\_matrix[n][m] = 0;  }  }  // r\_lower\_tri\_matrix 변수에, n = new\_size인 n by n 삼각행렬을 생성하고 모든 항을 0으로 초기화  for (int n = 0, i = 0; n < new\_size; n++) {  for (int m = new\_size-1-n; m < new\_size; m++) {  if (i >= temp\_num) {  r\_lower\_tri\_matrix[n][m] = 0;  }  else {  r\_lower\_tri\_matrix[n][m] = temp[i++];  }  }  }  // right lower triangular matrix의 0이 아닌 항들의 자리에, 왼쪽에서 오른쪽으로 위에서 아래로의 순서로 temp변수 값 대입  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  printf("%d ", r\_lower\_tri\_matrix[n][m]);  }  printf("\n");  }  printf("\n");  // 만들어진 right lower triangular matrix를 출력  free(temp);  free(\*r\_lower\_tri\_matrix);  free(r\_lower\_tri\_matrix);  }  void main() {  int matrix3x3[3][3] = { { 1,2,0 },  { 3,4,0 },  { 5,6,0} };  int matrix4x4[4][4] = { {1,2,3,4},  {5,6,0,0},  {7,0,0,0},  {8,9,0,0} };  up\_tri\_mat((int\*)matrix3x3, sizeof(matrix3x3));  low\_tri\_mat((int\*)matrix3x3, sizeof(matrix3x3));  l\_up\_tri\_mat((int\*)matrix3x3, sizeof(matrix3x3));  r\_low\_tri\_mat((int\*)matrix3x3, sizeof(matrix3x3));    up\_tri\_mat((int\*)matrix4x4, sizeof(matrix4x4));  low\_tri\_mat((int\*)matrix4x4, sizeof(matrix4x4));  l\_up\_tri\_mat((int\*)matrix4x4, sizeof(matrix4x4));  r\_low\_tri\_mat((int\*)matrix4x4, sizeof(matrix4x4));  } |
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![캡처.PNG](data:image/png;base64,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)

**3. 성능 평가**

1) 함수별 실행 step 수 산출

① up\_tri\_mat()

|  |  |
| --- | --- |
| 문장 | s/e 빈도수 총 단계 수 |
| void up\_tri\_mat(int\* matrix, int size\_byte) {  int\* temp;  int temp\_num = size\_byte / sizeof(int);  for (int i = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] == 0)  temp\_num -= 1;  }  temp = (int\*)malloc(temp\_num \* sizeof(int));  for (int i = 0, j = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] != 0) {  temp[j++] = matrix[i];  }  }  int new\_size;  int usable;  for (int i = 0; i < MAX\_TRI\_MATRIX\_SIZE; i++) {  new\_size = i;  usable = 0;  for (int n = new\_size; n > 0; n--) {  usable += n;  }  if (usable >= temp\_num)  break;  }  int\*\* upper\_tri\_matrix;  upper\_tri\_matrix = (int\*\*)malloc((new\_size) \* sizeof(int));  for (int i = 0; i < new\_size; i++) {  \*(upper\_tri\_matrix + i) = (int\*)malloc((new\_size) \* sizeof(int));  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  upper\_tri\_matrix[n][m] = 0;  }  }  for (int n = 0, i = 0; n < new\_size; n++) {  for (int m = n; m < new\_size; m++) {  if (i >= temp\_num) {  upper\_tri\_matrix[n][m] = 0;  }  else {  upper\_tri\_matrix[n][m]=temp[i++];  }  }  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  printf("%d ", upper\_tri\_matrix[n][m]);  }  printf("\n");  }  printf("\n");  free(temp);  free(\*upper\_tri\_matrix);  free(upper\_tri\_matrix);  } | 0 0 0  0 0 0  1 1 1  1 size\_byte/sizeof(int)+1 matrix총원소개수+1  1 size\_byte/sizeof(int) matrix총원소개수  1 size\_byte/sizeof(int) matrix총원소개수  1 1 1  1 size\_byte/sizeof(int)+1 matrix총원소개수+1  1 size\_byte/sizeof(int) matrix총원소개수  1 size\_byte/sizeof(int) matrix총원소개수  0 0 0  0 0 0  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 1 1  0 0 0  1 1 1  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼각행렬최대크기(삼각행렬최대크기+1)  1 삼각행렬총원소개수 삼각행렬총원소개수  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼객행렬총원소개수-matrix총원소개수  1 “ 삼객행렬총원소개수-matrix총원소개수  1 temp\_num matrix총원소개수  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼각행렬최대크기(삼각행렬최대크기+1)  1 삼각행렬총원소개수 삼각행렬총원소개수  1 삼각행렬총원소개수 삼각행렬총원소개수  1 1 1  1 1 1  1 1 1  1 1 1 |
| 합계 | 5\*matrix 총 원소개수 + 13\*삼각행렬 최대크기 + 7\*삼각행렬 총 원소개수 |

② low\_tri\_mat()

|  |  |
| --- | --- |
| 문장 | s/e 빈도수 총 단계 수 |
| void low\_tri\_mat(int\* matrix, int size\_byte) {  int\* temp;  int temp\_num = size\_byte / sizeof(int);  for (int i = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] == 0)  temp\_num -= 1;  }  temp = (int\*)malloc(temp\_num \* sizeof(int));  for (int i = 0, j = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] != 0) {  temp[j++] = matrix[i];  }  }  int new\_size;  int usable;  for (int i = 0; i < MAX\_TRI\_MATRIX\_SIZE; i++) {  new\_size = i;  usable = 0;  for (int n = new\_size; n > 0; n--) {  usable += n;  }  if (usable >= temp\_num)  break;  }    int\*\* lower\_tri\_matrix;  lower\_tri\_matrix = (int\*\*)malloc((new\_size) \* sizeof(int));  for (int i = 0; i < new\_size; i++) {  \*(lower\_tri\_matrix + i) = (int\*)malloc((new\_size) \* sizeof(int));  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  lower\_tri\_matrix[n][m] = 0;  }  }  for (int n = 0, i = 0; n < new\_size; n++) {  for (int m = 0; m <= n; m++) {  if (i >= temp\_num) {  lower\_tri\_matrix[n][m] = 0;  }  else {  lower\_tri\_matrix[n][m] = temp[i++];  }  }  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  printf("%d ", lower\_tri\_matrix[n][m]);  }  printf("\n");  }  printf("\n");    free(temp);  free(\*lower\_tri\_matrix);  free(lower\_tri\_matrix);  } | 0 0 0  0 0 0  1 1 1  1 size\_byte/sizeof(int)+1 matrix총원소개수+1  1 size\_byte/sizeof(int) matrix총원소개수  1 size\_byte/sizeof(int) matrix총원소개수  1 1 1  1 size\_byte/sizeof(int)+1 matrix총원소개수+1  1 size\_byte/sizeof(int) matrix총원소개수  1 size\_byte/sizeof(int) matrix총원소개수  0 0 0  0 0 0  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 1 1  0 0 0  1 1 1  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼각행렬최대크기(삼각행렬최대크기+1)  1 삼각행렬총원소개수 삼각행렬총원소개수  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼객행렬총원소개수-matrix총원소개수  1 “ 삼객행렬총원소개수-matrix총원소개수  1 temp\_num matrix총원소개수  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼각행렬최대크기(삼각행렬최대크기+1)  1 삼각행렬총원소개수 삼각행렬총원소개수  1 삼각행렬총원소개수 삼각행렬총원소개수  1 1 1  1 1 1  1 1 1  1 1 1 |
| 합계 | 5\*matrix 총 원소개수 + 13\*삼각행렬 최대크기 + 7\*삼각행렬 총원소개수 |

③ l\_up\_tri\_mat()

|  |  |
| --- | --- |
| 문장 | s/e 빈도수 총 단계 수 |
| void l\_up\_tri\_mat(int\* matrix, int size\_byte) {  int\* temp;  int temp\_num = size\_byte / sizeof(int);  for (int i = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] == 0)  temp\_num -= 1;  }  temp = (int\*)malloc(temp\_num \* sizeof(int));  for (int i = 0, j = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] != 0) {  temp[j++] = matrix[i];  }  }  int new\_size;  int usable;  for (int i = 0; i < MAX\_TRI\_MATRIX\_SIZE; i++) {  new\_size = i;  usable = 0;  for (int n = new\_size; n > 0; n--) {  usable += n;  }  if (usable >= temp\_num)  break;  }    int\*\* l\_upper\_tri\_matrix;  l\_upper\_tri\_matrix = (int\*\*)malloc((new\_size) \* sizeof(int));  for (int i = 0; i < new\_size; i++) {  \*(l\_upper\_tri\_matrix + i) = (int\*)malloc((new\_size) \* sizeof(int));  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  l\_upper\_tri\_matrix[n][m] = 0;  }  }  for (int n = 0, i = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size - n; m++) {  if (i >= temp\_num) {  l\_upper\_tri\_matrix[n][m] = 0;  }  else {  l\_upper\_tri\_matrix[n][m] = temp[i++];  }  }  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  printf("%d ", l\_upper\_tri\_matrix[n][m]);  }  printf("\n");  }  printf("\n");    free(temp);  free(\*l\_upper\_tri\_matrix);  free(l\_upper\_tri\_matrix);  } | 0 0 0  0 0 0  1 1 1  1 size\_byte/sizeof(int)+1 matrix총원소개수+1  1 size\_byte/sizeof(int) matrix총원소개수  1 size\_byte/sizeof(int) matrix총원소개수  1 1 1  1 size\_byte/sizeof(int)+1 matrix총원소개수+1  1 size\_byte/sizeof(int) matrix총원소개수  1 size\_byte/sizeof(int) matrix총원소개수  0 0 0  0 0 0  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 1 1  0 0 0  1 1 1  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼각행렬최대크기(삼각행렬최대크기+1)  1 삼각행렬총원소개수 삼각행렬총원소개수  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼객행렬총원소개수-matrix총원소개수  1 “ 삼객행렬총원소개수-matrix총원소개수  1 temp\_num matrix총원소개수  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼각행렬최대크기(삼각행렬최대크기+1)  1 삼각행렬총원소개수 삼각행렬총원소개수  1 삼각행렬총원소개수 삼각행렬총원소개수  1 1 1  1 1 1  1 1 1  1 1 1 |
| 합계 | 5\*matrix 총 원소개수 + 13\*삼각행렬 최대크기 + 7\*삼각행렬 총 원소개수 |

④ r\_low\_tri\_mat()

|  |  |
| --- | --- |
| 문장 | s/e 빈도수 총 단계 수 |
| void r\_low\_tri\_mat(int\* matrix, int size\_byte) {  int\* temp;  int temp\_num = size\_byte / sizeof(int);  for (int i = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] == 0)  temp\_num -= 1;  }  temp = (int\*)malloc(temp\_num \* sizeof(int));  for (int i = 0, j = 0; i < size\_byte / sizeof(int); i++) {  if (matrix[i] != 0) {  temp[j++] = matrix[i];  }  }    int new\_size;  int usable;  for (int i = 0; i < MAX\_TRI\_MATRIX\_SIZE; i++) {  new\_size = i;  usable = 0;  for (int n = new\_size; n > 0; n--) {  usable += n;  }  if (usable >= temp\_num)  break;  }  int\*\* r\_lower\_tri\_matrix;  r\_lower\_tri\_matrix = (int\*\*)malloc((new\_size) \* sizeof(int));  for (int i = 0; i < new\_size; i++) {  \*(r\_lower\_tri\_matrix + i) = (int\*)malloc((new\_size) \* sizeof(int));  }  for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  r\_lower\_tri\_matrix[n][m] = 0;  }  }    for (int n = 0, i = 0; n < new\_size; n++) {  for (int m = new\_size-1-n; m < new\_size; m++) {  if (i >= temp\_num) {  r\_lower\_tri\_matrix[n][m] = 0;  }  else {  r\_lower\_tri\_matrix[n][m] = temp[i++];  }  }  }    for (int n = 0; n < new\_size; n++) {  for (int m = 0; m < new\_size; m++) {  printf("%d ", r\_lower\_tri\_matrix[n][m]);  }  printf("\n");  }  printf("\n");    free(temp);  free(\*r\_lower\_tri\_matrix);  free(r\_lower\_tri\_matrix);  } | 0 0 0  0 0 0  1 1 1  1 size\_byte/sizeof(int)+1 matrix총원소개수+1  1 size\_byte/sizeof(int) matrix총원소개수  1 size\_byte/sizeof(int) matrix총원소개수  1 1 1  1 size\_byte/sizeof(int)+1 matrix총원소개수+1  1 size\_byte/sizeof(int) matrix총원소개수  1 size\_byte/sizeof(int) matrix총원소개수  0 0 0  0 0 0  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 1 1  0 0 0  1 1 1  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 MAX\_TRI\_MATRIX\_SIZE 삼각행렬최대크기  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼각행렬최대크기(삼각행렬최대크기+1)  1 삼각행렬총원소개수 삼각행렬총원소개수  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼객행렬총원소개수-matrix총원소개수  1 “ 삼객행렬총원소개수-matrix총원소개수  1 temp\_num matrix총원소개수  1 MAX\_TRI\_MATRIX\_SIZE+1 삼각행렬최대크기+1  1 “ 삼각행렬최대크기(삼각행렬최대크기+1)  1 삼각행렬총원소개수 삼각행렬총원소개수  1 삼각행렬총원소개수 삼각행렬총원소개수  1 1 1  1 1 1  1 1 1  1 1 1 |
| 합계 | 5\*matrix 총 원소개수 + 13\*삼각행렬 최대크기 + 7\*삼각행렬 총 원소개수 |

( \* matrix 총 원소개수는 입력받은 n by n 행렬의 총 원소개수(n \* n)를 의미하며, 삼각행렬 최대 크기는

생성된 m by m 삼각행렬의 m 크기를 의미하며, 삼각행렬 총 원소개수는 m by m 삼각행렬의 총 원소개수( m \* m)을 의미)

2) 시간 복잡도 쎄타(θ) 산출

① 해당 ADT의 총 실행 step 수(연산 횟수) = 4\*(5\*matrix 총 원소개수+13\*삼각행렬 최대크기+7\*삼각행렬 총

원소개수)

= 20\*matrix 총 원소개수+52\*삼각행렬 최대크기+28\*삼각행렬 총 원소개수

② 입력받은 n by n matrix의 크기 = n , 생성된 m by m 삼각행렬의 크기 = m 이라 하고,

총 실행 step수 = f(n)이라 하면,

f(n) = 20\*n\*n + 52\*m + 28\*m\*m 이라 할 수 있다.

※정의[쎄타(Theta, θ)] : 두개의 함수 f(n), g(n)이 주어졌을 때 모든 n>=n0 에 대하여 c1\*|g(n)|<=f(n)<=c2\*|g(n)|을 만족하는 3개의 상수 c1, c2, n0 가 존재하면 f(n)은 θ(g(n))이다.

Proof) 두개의 함수 f(n)=20\*n\*n + 52\*m + 28\*m\*m, g(n)=n\*n + m\*m이 주어졌을 때, 모든 n>=1, m>=1 에

대하여,

n\*n+m\*m <= 20\*n\*n + 52\*m + 28\*m\*m <= 100(n\*n+m\*m) 을 만족하는 상수 c1=1, c2=100이

존재하므로,

**∴** f(n) = θ(g(n)) = θ(n\*n+m\*m) = θ(matrix 총 원소개수 + 삼각행렬 총 원소개수)